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Data flow is a natural paradigm for describing DSP applications
for concurrent implementation on parallel hardware. Data flow
programs for signal processing are directed graphs where each
node represents a function and each arc represents a signal path.
Synchronous data flow (SDF) is a special case of data flow (either
atomic or large grain) in which the number of data samples pro-
duced or consumed by each node on each invocation is specified
a priori. Nodes can be scheduled statically (at compile time) onto
single or parallel programmable processors so the run-time over-
head usually associated with data flow evaporates. Multiple sam-
ple rates within the same system are easily and naturally handled.
Conditions for correctness of SDF graph are explained and sched-
uling algorithms are described for homogeneous parallel proces-
sors sharing memory. A preliminary SDF software system for auto-
matically generating assembly language code for DSP micro-
computers is described. Two new efficiency techniques are intro-
duced, static buffering and an extension to SDF to efficiently
implement conditionals.

I. DATA FLow AND SYNCHRONOUS DATA Frow: AN
INTRODUCTION :

For concurrent implementation, a signal processing task
is broken into subtasks which are then automatically, semi-
automatically, or manually scheduled onto parallel pro-
cessors, either at compile time (statically) or at run-time
{dynamically). Automatic breakdown of an ordinary se-
quential computer program is an appealing concept[1], but
the success of techniques based on traditional imperative
programming is limited; imperative programs do not often
exhibit the concurrency available in the algorithm. If the
programmer provides the breakdown as a natural conse-
quence of the programming methodology, we should
expect more efficient use of concurrent resources.

Synchronous data flow (SDF) is a special case of data flow
[2-[6], a hardware and software methodology popular
among computer scientists for parallel computation. Under
the data flow paradigm, algorithms are described as
directed graphs where the nodes represent computations
(or functions) and the arcs represent data paths. A second-
order recursive digital filter described as a data flow graph
1s shown in Fig. 1. In that example, an essentially infinite
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Fig. 1. A data flow graph for a second-order recursive dig-
ital filter. The empty circles are “fork’’ nodes, which simply
replicate each input sample on all output paths. The “D” on
two of the arcs indicates delay, and the *'1” adjacent to each
node input or output indicates that a single token is con-
sumed or produced when the node fires.

stream of input data is expected, so the nodes specify com-
putations performed infinitely often. This s typical of signal
processing applications, and is an important property often
lacking in more general applications.

The data flow principle is that any node can fire (perform
its computation) whenever input data are available on its
incoming arcs. A node with no input arcs may fire at any
time. This implies that many nodes may fire simultaneously,
hence the concurrency. Because the program execution is
controlled by the availability of data, data flow programs are
said to be data-driven [7}. To preserve the integrity of the
computation, nodes must be free of side effects. For exam-
ple, a node may not write to a memory location which is
later read by another node unless the two are explicitly con-
nected by an arc. The only influence one node has on
another is the data passing through the arcs.

InFig. 1, each inputand output of each node has the num-
ber 1 adjacent to it, which in our notation indicates that
when the node fires, a single sample (or token) will be con-
sumed or produced on each arc. A synchronous data flow
graph is one for which these numbers may be specified for
every node a priori. That is, the number of tokens produced
or consumed must be independent of the data. We expect
that most nodes for signal processing applications will be
synchronous, and we can take advantage of this dominant
synchrony. Asynchronous nodes, as shown in Fig. 2, can be
used to get conditional execution of a subgraph of a data
flow graph. It is equivalent to the functional statement

z = if (x) then f(y) else g(y).

The asynchronous nodes are the switch and select nodes.
Although describing an important capability, the graph in
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Fig. 2. Two asynchronous nodes are shown used in a con-
ditional construct analogous to an if-then-else. The switch
routes tokens to one of two output paths depending on a
control input and the select selects tokens from one of two
inputs depending on the control token. The notation (0, 1)’
~ indicates thatwhen the node fires, either zero or one sample
will be produced or consumed.

Fig. 2 is not an SDF graph; nonetheless, we show later (Sec-
tion V) that it can be handled efficiently in at least one appli-
cation, code generation for DSP microcomputers.

We call the graph in Fig. 1a homogeneous SDF graph, to
indicate that all nodes produce or consume a single sample
on each input or output arc in each invocation. It may be
implemented by constructing a schedule that invokes each
node once and then repeats indefinitely. To understand
how to construct such a schedule we need to understand
precisely the meaning of the delay “D’’ on two of the arcs.

Theterm delay is used in the signal processing sense, cor-
responding to a sample offset between the input and the
output. We define a unit delay on an arc from node A to
node B to mean that the nth sample consumed by B will be
the (n — M)th sample produced by A. This implies that the
first sample B consumes is not produced by A at all, but is
part of the initial state of the arc buffer. Indeed, a delay of
d samples on an arc is implemented in our model simply
by initializing the arc buffer with d zero samples. The
inscription dD will be placed near the arc to illustrate the
delay.

Nodes cannot fire in an arbitrary order. The precedences
between invocations of the nodes are illustrated in Fig. 3.
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Fig. 3. Precedence graphs for one cycle of a blocked peri-
odic schedule for the SDF graph of Fig. 1. The graph in (b)
assumes that unit delays have been put on the feed-forward
cutset shown with a dotted line in Fig. 1. The ““fork”’ nodes
are assumed to run in zero time, and so are omitted.

A schedule determines when and where (on which Pro.
cessor) nodes fire. A blocked schedule is a periodic scheg.
ule where each cycle terminates before the next cycle
begins. The SDF graph of Fig. 1 can be implemented witp,
any blocked schedule for which each cycle satisfies the
precedences of Fig. 3. (For a different approach that permj
overlapped cycles, see [8]-[11].) Blocked schedules for three
processors that satisfy the precedences of Fig. 3 are illys,
trated in Fig. 4. For the moment we are ignoring interprq.
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Fig. 4. One cycle of blocked schedules for three proces-
sors; the schedules satisfy the precedences of Fig. 3 without
(a) and with (b) pipelining. A multiplication is assumed to
take the same amount of time as a three-input addition.
Again, the “forks’” are assumed to take zero time.
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cessor communication time, and we are boldly assuming
that the “fork’”” nodes have zero execution time. Also, we
assume that a single multiplication takes as long as an addi-
tion with three inputs.

In Fig. 3(b), we have-assumed that unit delays have been
put on the arcs in the cutset marked with a dotted line in
Fig. 1. These delays affect only the first output sample. For
computations that repeat infinitely often, there is very little
penalty for putting delays on feed-forward cutsets. This is
called pipelining, and often results in multiprocessor
schedules with greatly enhanced computation rates
(throughput). The schedules shown are static becuse they
are generated at compile time and do not vary at run-time.
Static scheduling is possible for all correctly constructed
SDF graphs (more about this later). 1

For this example, the iteration period is the length of one
cycle of a blocked schedule and is the reciprocal of the
throughput. For many applications we will try to minimize
the iteration period. The iteration period is bounded from
below because of directed loops. The iteration period‘
bound for homogeneous SDF graphs has been shown to be
the worst case (over all directed loops) of the total com-,
putation time in a loop divided by the number of delays in
the loop{9], [12]. This assumes that pipelining is acceptable.
The iteration period bound for Fig. 1 is two, and is met by
the schedule in Fig. 4(b).

We have ignored interprocessor communication time, as
well as any other overhead associated with invoking anode.
Although the overhead associated with a static schedule is
likely to be less than a dynamic schedule, it is likely to be
nontrivial, particularly for parallel implementations, which
have interprocessor communication time. (Efficient single
processor implementations can be generated as shown
below.) The nodes in Fig. 1 are very simple, most likely ele-
mentary indivisible operations in a programmable proces
sor. Such SDF graphs are said to be atomic (from the Greek
atomos meaning indivisible). Since the execution time o
each nodeis short, any overhead associated with each node
invocation will add up to a substantial portion of the CO"‘"
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-2 conjugate of its input, and the multiplier is a complex multiplier.

putation time. A larger granularity would reduce the over-
head. The SDF graph of Fig. 5 has two nodes which are sec-
“ond-order recursive filters. The second-order filters may
7 themselves be implemented using the SDF graph of Fig. 1,
. or they may be considered elementary operations, imple-
¥ mented, for example, in assembly language. If the granu-
'giarity is at the level of signal processing subsystems (sec-
Zond-order sections, FIR filters, LMS adaptive filters,
 ; trigonometric functions, etc.), the paradigm is called /arge
¢ grain data flow (LGDF) [6], [13]-[15]. The term SDF applies
to both atomic and large grain synchronous data flow.

;
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Since a recursive digital filter stores state variables, self-
% loops are required, as shown in Fig. 5. The computation
2 within the node can, therefore, be free of side effects, with
3 Its state being fed back over the self-foop. The graph in Fig.
§S represents the computation in the PLL node of the voice-
. band data modem illustrated in Fig. 6. It describes an imple-
1§ mentation of a 2400-bit/s, 600-Bd, frequency-division-mul-
% tiplexed, full-duplex data modem with band-splitting filters
and a fractionally spaced passband adaptive equalizer {16]-
- 18]

Hierarchical graphical descriptions of applications are
, EXtremely appealing. A designer could begin with atop-level
4, Construction like that of Fig. 6, and develop the details by
, building graphs such as Fig. 5. Once all the nodes are
defined, a static schedule can be generated, and a parallel
: iImplementation deployed. An experimental graphical
, Interface for such construction is described by Hait [19].
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fig-5. A large-grain SDF graph describing part of the computation in a voice-band data
* modem (the PLL in Fig. 6); it uses two second-order recursive digital filters. Several of the
¥ signals in this graph are complex, implemented as the real part followed by the imaginary
¥ cart. For example, the node marked e’ computes the cosine and sine of the input and
%E'outputs them as real and imaginary parts, respectively. A complex signal has twice the
&4 sample rate of a comparable real signal, therefore. Note that a multiplicity of sample rates
# is easily handled under the SDF paradigm. The node marked x* computes the complex

The SDF paradigm permits multiple sample rates in the
same system. This is a significant departure from previous
models, and is an important consideration for most prac-
tical DSP systems. The modem in Fig. 6 explicitly shows three
sample rates, as well as both real and complex signal paths.
Complex signals are implemented as alternating real and
imaginary parts on the same arc. Systems where all sample
rates are rational multiples of all other sample rates are
called synchronous in the signal processing literature. Syn-
chronous DSP systems are easily described using the SDF
paradigm, hence the name for the paradigm.

The above introduction has skirted several important
issues. It has implied that static scheduling is possible for
SDF graphs, so that the overhead usually associated with
the dynamic scheduling of data flow graphs evaporates. But
it is possible for SDF graphs to be incorrectly constructed,
in which case static schedules cannot be found. After
reviewing some related work, we describe an analysis tech-
nique for SDF graphs which yields necessary and sufficient
conditions for correctness of the graph and shows how to
proceed with the scheduling. We then use a simple sched-
uling algorithm to construct a parallel implementation of
the voice-band data modem. An experimental software SDF
programming system called Gabriel is briefly described.

Il. ReLtATED PARADIGMS AND PROGRAMS

Many so-called ““block diagram languages’”” have been
developed to permit programmers to describe signal pro-

IN: INPUT 2D
FILT: FRONT-END FILTER

HIL: HILBERT FILTER

EQ: ADAPTIVE EQUALIZER

PLL: PHASE LOCKED LOOP

DECI: DECISION
DECO: DECODER
OUT: OouTPUT
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——> REAL SAMPLES
C——> COMPLEX SAMPLES

'8.6. An SDF graph showing a voice-band data modem. Note the multiplicity of sample
fates. For empbhasis, signal paths that carry complex signals are shown with double lines,
am'lOUgh these arcs are no different from the arcs carrying real signals.
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cessing systems more naturally. Some examples are BLODI
[20], PATSI [21], BLODIB [22], LOTUS [23], DARE [24],
MITSYN [25], Circus [26], and TOPSIM [27]. These examples
are mostly simulation programs, not intended for real-time,
cost-sensitive implementation. They are based on updating
the state of the system according to some time increment,
and hence are time-driven. Simulators using data-driven
dynamic control have also been developed [28]-[30], but the
overhead of dynamic control is often excessive. SDF avoids
these costs by static scheduling.

Signal flow graphs, special cases of SDF graphs, have been
used to describe linear, single-sample-rate systems for static
parallel implementation [31]. The scheduling method in [31]
does not consider the periodic nature of a desired sched-
ule, and therefore does not always identify the best sched-
ules. It also does not support multiple sample rates. In spite
of these deficiencies, this representation has been endorsed
by others [32], [33]. Multiprocessor implementations of
algorithms specified as homogeneous atomic SDF graphs
have been explored in [8]-[11], where overlapped cycles of
period schedules are permitted. This admirable work has
some deficiencies in some applications, however. Primar-
ily, it has no provision for multiple sample rates, thus
restricting the range of applications. Also, the complexity
of the scheduling technique may become unmanageable
for some important target architectures. Finally, 5. Y. Kung
et al. are investigating the use of hierarchical flow graphs
for VLSI array processors [34].

An immediate potential objection to the SDF paradigm
is that general SDF graphs can be expressed as simpler
homogeneous SDF graphs, where the number of samples
produced and consumed is always unity, as shown in Fig.
7(a). This means that the prior art applicable to homoge-

v

(a) (b)

Fig. 7. Two transformations of general SDF graphs into
homogeneous SDF graphs. The transformation is notalways
trivial.

neous SDF graphs can be applied to multiple-sample-rate
SDF graphs [9], [31]-[33], [35], [36]. However, the transfor-
mation is not always simple, as illustrated in Fig. 7(b), and
may require replicating some of the nodes. A systematic
method for performing this transformation is described in
[37] where the transformation is used to find the iteration
period bound for SDF graphs.

Reduced dependence graphs are specifications of sys-
tems in terms of periodic acyclic precedence graphs, where
only one period is illustrated, and its dependence on pre-
vious periods is done by indexing [38], [39]. The resulting
description is similar to homogeneous data flow graphs.
Reduced dependence graphs are used to describe regular
iterative algorithms, which can then be systematically
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mapped onto processor arrays. This approachis suitable for
descriptions of well-structured algorithms to be imple.
mented in systolic arrays. The range of applications is again
excessively limited for our objectives.

Computation graphs were introduced in 1966 by Karp ang
Miller [40] and were further explored by Reiter [41]. They
are essentially equivalent to SDF graphs, but our use of the
model differs significantly. Karp and Miller concentrate on
fundamental theoretical considerations, for example, proy.-
ing that computation graphs are determinate, meaning that
any admissible execution yields the same result. Such ,
theorem, of course, also underlies the validity of data flow.
Other early analysis using the general computation graph
model concentrates on graphs that terminate, or deadlock,
after some time. Most DSP applications, however, do not
terminate, so these results are not useful in this application,
Simplified versions of the model have been explored by
Commoner and Holt [35] and Reiter [36], but the restrictions
imposed on the model are excessive. Computation graphs
have been shown to be a special case of Petri nets [42]-[44)
or vector addition systems [45]. These more general models
can be used to describe asynchronous systems, but imple-
mentations generally require expensive dynamic control,

11!, IMPLEMENTATION ARCHITECTURES

Itis useful to consider the hardware which might be used
to implement a computation described by an SDF graph.
We consider three models,

+ a sequential processor,

« isomorphic hardware mapping, and

+ homogeneous parallel processors sharing memory
without contention.

The first model cannot take advantage of available con-
currency but does take advantage of the appealing pro-
grammer interface that is possible for SDF. In Section V we
describe an experimental system for SDF programming of
a single programmable DSP microcomputer.

The second model is a fancy name for an obvious imple-
mentation which has separate hardware for each node in
the graph. In this case, SDF is a description of hardware as
well as a description of the computation; the SDF graph is
isomorphic with the implementation architecture. In some
ways, SDF is useful as hardware description, but our intent
is that SDF be used primarily for functional description. In
this case, an isomorphic implementation architectureis not
likely to be efficient, in that much of the hardware is likely
to be idle much of the time.

The nodes of an SDF graph can be statically scheduled
onto parallel processor architectures. One class of parallel
architectures that we consider is homogeneous parallel
processors sharing memory without contention. A practical
programmable DSP of this type uses extensive pipelining
with interleaved concurrent programs [46]. We are cur-
rently investigating SDF programming of multiple com-
mercially available programmable DSPs. In this case, the
processors will not share memory without contention, 50
we will have to consider communication delays i an
attempt to optimize the schedule. .

With these target architectures in mind, we now consider
SDF in more detail.

PROCEEDINGS OF THE IEEE, VOL. 75, NO. 9, SEPTEMBER 1987 i
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= IV VERIFYING CORRECTNESS AND SCHEDULING

we assume thatan SDF graph describesa repetitive com-
utation to be performed onan infinite stream of input data,
sothe desired schedule is periodic. Itis notalways possible
ruct a practical periodic schedule for an SDF graph,

mconst
der the SDF graph of Fig. 8(a). To start the

however. Consi

(@ (b)
fig. 8. (a)An exampleofa defective SDF graph with sample
rate inconsistencies. (b) A corrected SDF graph with con-
sistent sample rates. The flags attached to the arcs simply
identify them with a number.

computation, node1can be invoked becauseithas no input
ar¢sand hence needs no data samples. After invoking node
1,node2can be invoked, after which node 3 can beinvoked.
This sequence can be repeated. But node 1 produces twice
as many samples on arc 2 as node 3 consumes. An infinite
repetition of this schedule, therefore, causes an infinite
accumulation of samples in the buffer associated with arc
3.Thisimplies an unbounded memory requirement, which
is clearly not practical.

In a DSP sense, the SDF graph has inconsistent sample
rates. Node 3 expects as inputs two signals with the same
sample rate but getstwo signals with different sample rates.
The SDF graph of Fig. 8(b) does not have this problem. A
periodic admissible sequential schedule repeats the invo-
cations {1, 2, 3, 3]. Node 3 is invoked twice as often as the
other two. It is possible to automatically check for con-
sistent sample rates and simultaneously determine the rel-
ative frequency with which each node must be invoked. To
do this, we need a little formalism.

A. Formalism

An SDF graph can be characterized by a matrix similar to
the incidence matrix associated with directed graphs in
graph theory. Itis constructed by first numbering eachnode
and arc, as done in Fig. 8, and assigning a column to each
pode and a row to each arc. The (i, j)th entry in the matrix
!Sthe amount of data produced by node jon arc ieach time
itisinvoked. If node j consumes data fromarc i, the number
Is negative, and if it is not connected to arc i, then the num-
ber is zero. for the graphs in Fig. 8 we get

1 -1 0 1 -1 0
,=1{2 0 -1 r,=12 0 —-1j. M
0 1 -1 o 2 -1

This matrix is called a topology matrix, and need not be
square, in general.

If a node has a connection to itself (a self-loop), then only
Ofle entry in T describes this link. This entry gives the net
t#fference between the amount of data produced on this
I_mk and the amount consumed each time the node is
invoked. This difference should clearly be zero for a cor-
rectly constructed graph, so the T' entry describing a self-
loop should be a zero row.

u
£E AND MESSERSCHMITT: SYNCHRONOUS DATA FLOW

We can replace each arc with a FIFO queue (buffer) to
pass data from one node to another. The size of the queue
will vary at different times in the execution. Define the vec-
tor b(n) to contain the number of tokens in each queue at
time n.

For the sequential (single processor) schedule, only one
node can be invoked at a time, and for the purposes of
scheduling it does not matter how long each node runs.
Thus the time index n can simply be incremented each time
a node finishes and a new node is begun. We specify the
node invoked at time n with a vector v(n), which has a one
in the position corresponding to the number of the node
that is invoked at time n and zeros for each node that is not
invoked. For the systems in Fig. 8, v(n) can take one of three
values for a sequential schedule,

1 0 0
viny=|0]OR|1|OR |0 2
0 0 1

depending on which of the three nodes is invoked. Each
time a node is invoked, it will consume data from zero or
more input arcs and produce data on zero or more output
arcs. The change in the size of the queues caused by invok-
ing a node is given by

b(n + 1) = b(n) + Tv(n). (3)

The topology matrix T’ characterizes the effect on the buff-
ers of invoking a node.

To initialize the recursion (3) we set b(0) to reflect the
number of delays on each arc. The initial condition for the
queues in Fig. 9 is thus -

1
b0) = [] 4
2

Fig. 9. Anexample ofan SDF graph with delays on the arcs.

Because of these initial conditions, node 2 can be invoked
once and node 3 twice before node Tisinvoked atall. Delays,
therefore, affect the way the system starts up. Clearly, every
directed loop must have at least one delay, or the system
cannot be started.

Connections to the outside world are not considered, for
now. Thus a node with only inputs from the outside is con-
sidered a node with no inputs, which can be scheduled at
any time. The limitations of this approximation are dis-
cussed in [47].

B. Identifying Inconsistent Sample Rates

Inconsistent sample rates preclude construction of a
periodic sequential schedule with bounded memory
requirements. A necessary condition for the existence of
such a schedule is that rank () = s — 1, where s is the num-
ber of nodes. This is proven in [47], so we merely give the
intuition here. The topology matrix T, for the graph in Fig.
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8(a) has rank three, so no periodic admissible sequential b(0), the ith node is said to be runnable at a given ¢

schedule can be constructed. The topology matrixT',, for the ifithas notbeen run g;times and runningitwill notcatf £ Schn
graph in Fig. 8(b) has rank two, so a schedule can be con- a buffer size to become negative. A class S algorithm fea
structed. It is proven in [47] that a topology matrix with the for Sequential) is any algorithm that schedules a node;§ 1 o
proper rank has a strictly positive (element-wise) integer it is runnable, updates b(n), and stops (terminates) q, el
vector q in its right nullspace, meaning that I'q is the zero when no more nodes are runnable. If a class § algoritf putatii
vector. For Fig. 8(b), a set of such vectors is terminates before it has scheduled each node the nugf <ors. !
1 ber of times specified in the g vector, then it is said to] substé
deadlocked. <howtl
q=]]1 E can b
2 Class S algorithms construct static schedules by Si'ﬁu ror wil
) . lating the effects on the buffers of an actual run forone cyc get
for any positive integer /. Notice that the dimension of qis of a periodic schedule. That is, the nodes need not actygy SPRTATeS
s, the number of nodes. Notice further that q specifies the run. Any dynamic (run-time) scheduling algorithm becom Lonter
number of times we should invoke each node in one cycle a class S algorithm simply by specifying a stopping Cdg A b
of a periodic schedule. Node 3 gets invoked twice as often dition, which depends on the vector g. It is proven ingpf o list
as the other two nodes, for any positive integer /. That this thatany class Salgorithm will run to completion ifa period cesso
works is proved using (3) by observing that if each node is admissible sequential schedule exists foragivenSDFgraph § 1.11p
invoked the number of times specified by g, the amount of Hence, successful completion of the algorithm guarant of T'tl
data b(n) left in each buffer ends up equal to the amount that there are no directed loops with insufficient delay,} numit
before the invocations. Hence, the schedule can be suitable class S algorithm for sequential scheduling is I s
repeated infinitely often with finite memory. E theren
Valuable information is obtained from the topology 1) Solve for the smallest positive integer vector g e o} Uity
matrix. Its rank can be used toverify consistent sample rates, 2) Form an arbitrarily ordered list L of all nodes in the struc
and its nullspace gives the relative frequency with which system. g The
nodes must be invoked. 3) Foreachael,schedule «ifitis runnable, trying ea avoic
node once. ¥ detim
C. Insufficient Delays 4) If each node « has been scheduled g, times, STOp: the s
5) Ifnonodein L can be scheduled, indicate a deadloc grap!
Even with consistent sample rates, it may not be possible (an error in the graph). : cach
to construct a periodic admissible sequential schedule. Two 6) Else, go to 3 and repeat. rithm
examples of SDF graphs with consistent sample rates but : mera
no such schedules are shown in Fig. 10. Directed loops with The only question remaining for single processor sche S
ules is the complexity of the first step above. Our techniqux' o p
1 1 is simple. We begin with any node A inthe graphand assumg wem
itwill be run once in one cycle of the periodic schedule(i.éz sche
D let g4 = 1). Assume node B is connected to node A. We can o, =
find gg with a simple division, possibly getting a fraction, adm
22 but always getting a rational number. A node cannot be cliatw
Fig. 10. Two SDF graphs with consistent sample rates but invoked a fractional number of times, so we will have to
no admissible schedules. correct for this later. We do the same for any node Cadjaf
cent to B. A simple recursive algorithm computes these
insufficient delays are an error in the construction of the rational numbers in linear time (a linear function of the
SDF graph and must be identified to the user. It is shown number of arcs, not the.number of nodes). The resulting
in[47]thata large class of scheduling algorithms will always vector g has rational entries and is in the nullspace of T. To,
run to completion if a periodic admissible sequential get t-he smalle.st lnteggrvector in the nullspace of.I‘ we use
schedule exists, and will fail otherwise. Running such an Euclid’s algorithm to find the least common multiple of all
algorithm is a simple way of verifying the correctness of the the denominators. Actually, three simultaneous ObJeCt'VTS
SDF graph. The class of algorithms is described in the next are accort?pllsheq with one pass through the graph. Sample
subsection. rate consistency is checked, a vector (with rational entries)
in the nullspace of T'is found, and Euclid’s algorithm is used
to find the least common multiple of all the denominators.
D. Scheduling for a single Processor SDF offers concrete advantages for single processor
Givenapositive integer vector gin the nullspace of ', one implementations. The ability to interconnect m0dular '
cycle of a periodic schedule invokes each node the number blocks of code (nodes) in a natural way could CO“.S'derab'y
of times specified by q. A sequential schedule can be con- ease the task of programming high-performance signal pro-
structed by selecting a runnable node, using (3) to deter- cessors, even if the blocks of code themselves are pro-
mine its effect on the buffer sizes, and continuing until all grammed in assembly language. But a single processor
nodes have been invoked the number of times given by q. implementation cannot take advantage of the explicit C‘:F'
We define a class of algorithms. currency in an SDF description. The next section s de_ i
cated to explaining how the concu rrency in the description Fig.
Definition (Class S Algorithms): Given a positive integer can be used to improve the throughput of a multiprocessor e
vectorgsuchthatI'qg = 0 and an initial state for the buffers implementation. pre«
¢
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é Scheduling for Parallel Processors

Clearly, if aworkable schedule for a single processor can
be enerated, then a workable schedule for a multipro-
cessor system can also be generated. Trivially, all the com-
putation could be scheduled onto only one of the proces-
sors. Usually, however, the throughput can be increased
substantially by distributing the load more evenly. It is
shown in [47] that the muttiprocessor scheduling problem
canbe reduced to afamiliar problem in operations research
for which good heuristic methods are available. We again

wve the intuition without the details. We assume for now
homogeneous parallel processors sharing memory without
contention, and consider only blocked schedules.

A blocked periodic admissible parallel schedule is a set
of lists {¥isi="1""", M)} where M is the number of pro-
cessors, and ¥; specifies a periodic schedule for processor
i\ pisthe smallest positive integer vector in the nullspace
of T then acycleof a schedule must invoke each node the
number of times given by ¢ = Jp for some positive integer
J.Jis called the blocking factor, and for blocked schedules,
there is sometimes a speed advantage to using J greater than
unity. If the “‘best” blocking factor is known, then con-
struction of a good parallel schedule is not hard.

The task of the scheduler is to construct a schedule that
avoids deadlocks and minimizes the iteration period,
defined more generally to be the run-time for one cycle of
the schedule divided by J. The first sfep is to construct a
graph describing the precedences in @ = Jp invocations of
each node. The graph will be acyclic. A precise class S algo-
rithm accomplishing this construction is given in [47] so we
merely illustrate it with the example in Fig. 11(a). Node 1
should be invoked twice as often as the other two nodes,
sop = [211]". Further, given the delays on two of the arcs,
we note that there are three periodic admissible sequential
schedules with unity blocking factor, ¢; = {1, 3, 1, 2},
é;= {3,1,1,2}, or ¢, = {1, 1,3, 2}. A schedule that is not
admissible is ¢, = {2, 1,3, 1,}, because node 2 is not imme-
diately runnable. Fig. 11(b) shows the precedences involved

ki

'8 11. (@)An SDF graph with self-loops. (b) An acyclic prec-

prer\ce graph for unity blocking factor, J = 1. (¢) An acyclic
ecedence graph for J = 2.
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in all three schedules. Fig. 11(c) shows the precedences
using a blocking factor of two (J = 2).

The self-loops in Fig. 11(a) imply that successive invo-
cations of the same node cannot overlap in time. Some
practical SDF implementations have such precedences in
orderto preserve the integrity of the buffers between nodes.
In other words, two processors accessing the same buffer
at the same time may not be tolerable, depending on how
the buffers are implemented. The self-loops are also
required, of course, if the node has a state that is updated
when itis invoked. We will henceforth assume that all nodes
have self-loops, thus avoiding the potential implementa-
tion difficulties.

If we have two processors available, a schedule for J =
1is

¥, = {3}
¥, = {1,1,2}.

When this system starts up, nodes 3 and 1 will run con-
currently. The precise timing of the run depends on therun-
time of the nodes. If we assume that the run-time of node
1 is a single time unit, the run-time of node 2 is two time
units, and the run-time of node 3 is three time units, then
the timing is shown in Fig. 12(a). The shaded region rep-

TIME —> TIME —>
2 ﬁ l 1y l 2, 3,
PROC. 2: 3 l 3 I3 | 1,

(@) (b)

Fig. 12. One period of each of two periodic schedules for
the SDF graph of Fig. 11. In @/ = 1 while in (b) / = 2.

PROC.1: | 1) l 1,

2

resents idle time. A schedule constructed for J = 2, using
the precedence graph of Fig. 11(c) will perform better. An
example is

i

¥,
¥,

{3,1, 3}
{1,1,2,1,2}

and its timing is shown in Fig. 12(b). There is no idle time,
so no faster schedule exists.

The construction of the acyclic precedence graph is han-
dled by the class S algorithm given in [47]. The remaining
problem of constructing a paraliel schedule given an acyclic
precedence graph is a familiar one. It is identical with
assembly line problems in operations research, and can be
solved for the optimal schedule, but the problem is NP com-
plete [48]. This may not be serious for small SDF graphs, and
for large ones we can use well studied heuristic methods,
the best being members of a family of “critical path” meth-
ods [49]. An early example, known as the Hu-level-sched-
uling algorithm [50], closely approximates an optimal solu-
tion for most graphs [49], [51] and is simple.

V. A PRELIMINARY SDF SysTem

We are developing an experimental SDF programming
system called Gabriel. It is written in Franz Lisp under Unix'
4.2bsd. Lisp was selected primarily because it eases the task
of rapid prototyping. The Franz Lisp dialect was selected

'Unix is a trademark of AT&T.
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because of its extensive support for foreign functions, so
hodes written in different languages can be intermixed in
asingle SDF graph, in prinicple. In this section we describe
the principles of Gabriel, emphasizing its use of the theory
described above. The details of the complete system will
be reported separately.

A. Simulation and Code Generation

In Gabriel, a programmer describes the topology of the
data flow graph (currently using ““connect” commands, but
graphically in the future). Gabriel then constructs a single-
processor schedule and invokes it for a specified number
of cycles. The systemis currently used intwo differentways.
First, the nodes that are invoked may perform signal pro-
cessing functions and display signals or results. This is the
simulation mode. Second, the nodes that are invoked may
generate code for a DSP microcomputer. This is the code
generation mode. The only difference between the two
modes is in the definition of the nodes.

A Gabriel node can have some or all of the following:

1) parameters (e.g., FFT order),

2) state variables (e.g., memory in a biquad),

3) inputs and outputs (Gabriel supplies the buffers),

4) an initialization routine (e.g., initialize state vari-
ables),

5) a run-time routine (e.g., compute FFT), and

6) a termination routine (e.g., clean-up).

The initialization routines for all the nodes that have them
are invoked once before the schedule is invoked. Then the
run-time routines are invoked according to the schedule.
After completing the specified number of cycles of the peri-
odic schedule, the termination routines for all nodes that
have them are invoked once.

The code generation mode is illustrated in Fig. 13 for a

. single processor. The Lisp routines associated with each of
the Gabriel nodes write DSP code into a file when invoked.
Gabriel begins by constructing a schedule, as shown. It pro-

SDF GRAPH ' GABRIEL ASSEMBLER CODE

SCHEDULE: {A,B,C,D,C,D)

INVOKE INIT. ROUTINES

INITIALIZE MEMORY

A RUNTIME ROUTINE

FETCH INPUT

B RUNTEME ROUTINE

INTERPOLATE
C RUNTIME ROUTINE o

CALLFILTER

D RUNTIME ROUTINE

INTERPOLATE

C RUNTIME ROUTINE

CALL FILTER

D RUNTIME ROUTINE

OUTPLUT

GOTO START

INVOKE TERM. ROUTINES

FILTER SUBROUTINE

Fig. 13. Anillustration of the mechanism by which Gabriel
generates code fora DSP microcomputer from an SDF graph.
First a schedule is constructed. Then the initialization rou-
tine for each of node that has one is run. In this example,
only the filter node has an initialization routine, and it gen-
erates code to initialize the state variable memory of the fil-
ter. Then the run-time routines are invoked according to the
schedule, and each generates code. In the case of the filter
node, the code generated at this time is merely a subroutine
call. The subroutine is then defined by the termination rou-
tine.
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ceeds by invoking initialization routines. In this case op|
the filter has an initialization routine, and that routine gen.
erates code to initialize memory for the state variables of
the filter. The run-time routines are then invoked accordin
to the schedule, for one cycle of the periodic schedule only,
Each run-time routine can either generate code directly to
perform its function or generate code to call a subroutine,
The only node here that calls a subroutine is the filter. This
node has a termination routine that generates the subrgy.
tine definition.

The first DSP microcomputers we have selected to target
are the Motorola DSP56000 and AT&T Bell Labs DSp 33,
These are state-of-the-art processors with manageable pipe-
lining. Using a small set of nodes we have verified the prin.
ciples described in this paper. To supporta new processor
all that is required is to generate a new set of nodes that
are code generating nodes for that processor. No changes
to Gabriel are required.

Itisimportant to ensure that it is easy to create new nodes,
but we expect that users will be strongly biased towards
using standard nodes outofa node library, rather than writ-
ing their own. For this reason, the node library mustbe care-
fully selected for its generality, efficiency, and simplicity.
Basic signal processing functions, such as digital filters, will
be part of any standard library. Furthermore, since the
nodes are code generators, considerable intelligence can
be built into them. For example, a filter node may incor-
porate a filter design and synthesis package. Its parameters
would be a description of the desired frequency response.

B. Static Buffering

An efficiency issue concerns the buffering of data
between nodes. Code must be generated for the DSP to
manage the buffers. Inimplementing an SDF graph, adirect
approach isto use FIFO queues, but these are costly, requir-
ing considerable run-time overhead even on processors
with efficient support for circular buffers. For full gener-
ality, we need a mechanism that is functionally equivalent
to a FIFO queue, but requiring less overhead. We accom-
plish this by statically computing the location of the input
samples and the destination of the output sam ples for each
invocation of a node. Thus the code that is generated merely
reads its inputs directly from specified memory locations
and writes its outputs directly to specified memory loca-
tions. We call this static buffering.

We now define static buffering precisely. Suppose that
asingle cycle of a periodic schedule contains g invocations
of the node A. Denote these invocations Ay, Az, ** "+ Ag
Recall that Gabriel invokes the code generator A;onlyonce
but the code generated will be run infinitely often on the
target processor. Static buffering means that every time the
code generated by A; runs it accesses the same locations
foritsinputs and outputs. This does notalways occur un}eSS
we take some care in the design of the buffers. Consider
the simple two-node system and its schedule in Fig. 14. Four
memory locations, arranged as a circular buffer, suffice to
buffer the data between nodes. If we use four locations,
however, the buffer will not be static. The first run of ?he
A, code writes its output data to locations 1 and 2. The first
run of A, writes to 3 and 4, and A3 to 1 and 2. The secon
run of the A; code, therefore, must write its output to loca-
tions 3 and 4. So the memory locations cannot be statically
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° SCHEDULE: (A,,A;,B\,Al,ﬂl)

nun TENGTH ¢ BUREES

14, Forthis simpleexample, given the schedule shown,
 the maxiriry number of samples in the buffer at any one
gime is four, but the buffer must be of length 6 in order to
* gatisfy the static puffering condition.

LENGTH 4 BUFFER

" puiltinto the code. If a buffer of length 6 is used, however,
© every invocation of the A, code writes its data to locations
1and 2.
:  We now show precisely the condition on the length of
" he buffer between two nodes so that the buffering is static.
There are many ways to do this, sowe selectadirect method.
Consider anode A that gets invoked g times and produces
isamplestoacircular buffer with total length N(the number
of memory locations allocated). Static buffering occurs if

and only if
iq = KN

for some integer K. This follows because there are iq sam-
ples written to the buffer between one invocation of A;and
the next. Thus ifabuffer oflength Nistobe static there must
exist an integer K such that

N = ig/K. ‘ ®)

in the example of Fig. 14, for node A, i =2and g = 3,50
static buffering requires that

N = 6/K

The only possible buffer lengths are 1, 2, 3, and 6, corre-
sponding to K equalto6,3,2, and 1. The Gabriel scheduler
supplies the information that the buffer must be at least of
length 4 (the number of data samples in the buffer at any
time is a function of the schedule, and for the schedule
shown the maximum is 4), so for static buffering the buffer
must be of length 6.

For a buffer to be static it must satisfy a similar condition
for the destination node (B in Fig. 14) as well as the source
f’Ode. Suppose that the destination node is invoked p times
in one cycle of the schedule and consumes j samples on
eachinvocation. Then for alength N buffer to be static there
must exist an integer L such that

N = pj/L.

F'_°"‘ the result in Section |V-B, however, we know that
Pi = iq so this condition is automatically satisfied if con-
dition (5) is satisfied.
SeY\ele can now summarize the static buffering strategy.
e ctthe smallest N in the admissible set (given by (5)) that
bg';t‘aterthan orequal tothe minimum buffer size supplied
(C):)n f?dscheduler. Occasionally, such an N will not exist
CaSesvlv er, for ex.ample, an arc with a large delay), in.which
bi k.e need to increase the blocking factor. Increasing the
ocking factor will increase q. It is expected that this sit-

uatj : o - :
c ion will be rare, and its impact on code efficiency is not
urrently clear.
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C. Asynchrony

ltwas mentioned in Section ( that conditional operations
such as those shown in Fig. 2 are not possible within the
SDF model because they involve asynchronous nodes. The
special class of asynchronous graphs represented by Fig.
2 can be handled efficiently nonetheless. In this subsection
we propose a technique.

The graphin Fig.2can be divided into three synchronous
subgraphs. The first consists of the switch, select, and any
part of the system connected synchronously to them (not
shown). The other two subgraphs are represented by the
f(-)and g(*) nodes. Sincea hierarchy is natural, the f(+) and
g(+)ynodes may themselves be complicated graphs, possibly
with asynchronous nodes. Three schedules can be gen-
erated, one for each subgraph. The control signal into the
select comes through the switch as shown to ensure that
the switch is scheduled before the select in the subgraph
containing them. The code segment we wish to generate
has the form

if (x) then goto label;
code for g(*)
goto label2;

label1: code for f(*);

label2: code for select;

The switch is a special node that must have some knowl-
edge of Gabriel internals. When it is invoked, it generates
the code corresponding to the first line above. Then it
recursively calls the Gabriel supervisor to invoke the sched-
ule for g(). When one cycle of that schedule has been
invoked, Gabriel returns control to the switch node which
writes the third line, writes the label on the fourth line, and
invokes the schedule corresponding to f(*). When that
returns, the switch writes the label on the fifth line and is
finished; the main schedule proceeds. Interestingly, it also
appears possible to extend the parallel scheduler to effi-
ciently handle this type of graph. Thus with a slight exten-
sion of the SOF model we achieve generality by permitting
conditional constructs.

Although apparently equivalent to the if-then-else capa-
bility of functional languages, constructs of the type shown
in Fig. 2 are quite Jimited compared to the full potential of
data flow. The switch and select nodes must occur in pairs,
connected as shown. Furthermore, f(-) and g(-) subgraphs
cannot have any connection to each other, synchronous of
not, nor any connection to the rest of the system except
through the switch and select nodes. Any graph containing
switch and select nodes will have to be carefully checked
for errors. More general asynchronous techniques require
some study of the fundamentals of data flow. While there
has been some effort {52], much work needs to be done
before systematic asynchronous firing rules can be made
to work in their full generality.

D. Generating Parallel Programs

The next logical step is to support a parallel architecture.
For multiprocessor systems, given an SDF graph and the
run-times of the nodes, Gabriel constructs the schedules,
but does not execute the nodes or generate code, at this
point. Weuse the scheduling functions to estimate the per-
formance of an implementation of the modem of Fig. 6 on
a = processor [46]. The = processor is a practical homo-




geneous parallel programmable digital signal processor
with shared memory that has been proposed by the authors;
it uses interleaved independent processes in a deep pipe-
line. The complete SDF graph for the model contains 28
large grain and atomic nodes and three sample rates. Before
running the parallel scheduler we manually put delays on
some of the feed-forward cutsets. Using the Hu-level-
scheduling algorithm, up to seven parallel processors are
fully utilized (have no significant idle time in one cycle of
the periodic schedule). For seven processors, the iteration
bound is met, so adding more processors does not speed
up the schedule. We conclude that this application exhibits
surprising concurrency, and that relatively simple sched-
uling algorithms are adequate to exploit the concurrency.

VI. CONCLUSION

We have outlined a paradigm called synchronous data
flow for the description of digital signal processing algo-
rithms. The description permits interpolation and deci-
mation, and restricts neither the granularity (complexity) of
a node nor the language in which it is programmed. It is
hierarchical and encourages a structured methodology for
building a system. Most importantly, SDF graphs explicitly
display concurrency and permit automatic scheduling onto
parallel processors. We illustrated how the SDF paradigm
can be used to generate code for DSP microcomputers,
including the management of limited forms of asynchrony
that support conditionals. We also introduced the notion
of static buffering. Using these techniques, we believe that
compilers can be constructed which efficiently map SDF
descriptions onto a wide variety of hardware architectures,
thereby eliminating many of the costly translations from
onedescription to another that are necessary under current
methodologies.
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